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Introduction

John Zachman said that if something becomes so complex that you cannot remember how it works, you need to write it down. So “writing it down” is exactly the exercise many organizations in the information age embark on. And in most cases an Enterprise Architecture (EA) philosophy is adopted by the organization to assist with methods and techniques for making explicit the elements of the organization, and how these elements relate to each other.

One of the most common challenges when embarking on an EA drive is the use of standard representations and descriptions of organizational elements. And usually the first organizational elements to attract questions about representation is the business process element; “What notation will be used to model processes? Will it be IDEF, BPMN, EPC or some hybrid?” With so many notations to choose from, uncertainty is common and is driven by the quest for finding the best notation to serve the purposes of the organization.

The selection is mostly impacted by the individuals in the team as some notations are better known than others and modelers have more exposure and experience with one specific notation rather than with a number of notations. With ArchiMate being added to the mix, the selection is wider and needs some consideration.

The purpose of this white paper is to introduce three modeling notations for modeling business process and application in particular and to find a way to use it in harmony with each other. Some knowledge of Enterprise Architecture terminology is assumed in this white paper.

The ArchiMate modeling language is the new kid on the block, and this paper will consider it with established process modeling notation BPMN and software development notation UML. This will be done by looking at the various meta-models¹ for each notation.

Overview of ArchiMate 2.0

ArchiMate Core Concepts

ArchiMate is an open and independent visual design language for Enterprise Architecture; a notation for describing, analyzing and visualizing relationships amongst business domains. Now in its second version, the ArchiMate language defines three primary layers; Business, Application and Technology, and describes various cross layer dependencies. These layers are segmented into Active, Passive and Behavioural elements, which serve to govern connections and relationships between the layers. Associated with these layers are viewpoints of various stakeholders in an organization.

¹ A meta-model is defined as an explicit model of the concepts and relationships between those concepts required to develop models
ArchiMate Meta-Models

The ArchiMate 2.0 specification defines a generic meta-model with the core concepts of the language, seen in Figure 1 below.

This generic meta-model is specialized for each of the three main layers described in the specification; i.e. Business, Application and Technology.

Within the Business Layer the following enterprise elements can be modeled: organizational structure, business processes, business products (including the accompanying contracts and value from those products), business services, and to some extent the information requirements from the business. Figure 2 below depicts the Business Layer Meta-model.
Within the Application Layer the following enterprise elements can be modeled: the applications (including the structure of those applications) supporting the business, as well as the application services offered by those applications. Figure 3 below depicts the Application Layer Meta-model.

![Figure 3: Application Layer Meta-model](The Open Group, 2012)

In the Technology Layer, the following enterprise elements can be modeled: the infrastructure services and components needed for the application layer, including the hardware and software elements of the organization and how they are connected. Figure 4 below depicts the Technology Layer Meta-model.

![Figure 4: Technology Layer Meta-model](The Open Group, 2012)

**Viewpoints**

The ArchiMate 2.0 specification defines a number of viewpoints used to deliver the Enterprise Architecture. Viewpoints are aimed at particular types of stakeholders with typical concerns and consist of preselected sets of ArchiMate concepts for creating diagrams to convey information.
regarding that particular aspect of the Enterprise Architecture. The following standard viewpoints are defined in ArchiMate:

<table>
<thead>
<tr>
<th>Viewpoint</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Organization</td>
<td>Depicts the structure of the enterprise in terms of its departments, roles, etc.</td>
</tr>
<tr>
<td>Actor Co-operation</td>
<td>Relate the enterprise to its environment.</td>
</tr>
<tr>
<td>Business Function</td>
<td></td>
</tr>
<tr>
<td>Business Process Co-operation</td>
<td>Shows relations between business process and business process and environment.</td>
</tr>
<tr>
<td>Product</td>
<td>Value to customers.</td>
</tr>
<tr>
<td>Application Structure</td>
<td></td>
</tr>
<tr>
<td>Application Behaviour</td>
<td>Contain the applications and components and their mutual relations.</td>
</tr>
<tr>
<td>Application Co-operation</td>
<td></td>
</tr>
<tr>
<td>Application Usage</td>
<td>Relates applications to their use in, for example, business processes.</td>
</tr>
<tr>
<td>Infrastructure</td>
<td>Shows the infrastructure and platforms underlying the enterprise's information systems in terms of networks, devices, and system software.</td>
</tr>
<tr>
<td>Infrastructure Usage</td>
<td>Shows how applications are supported.</td>
</tr>
<tr>
<td>Implementation &amp; Deployment</td>
<td>Shows how applications are mapped onto the underlying infrastructure.</td>
</tr>
<tr>
<td>Information Structure</td>
<td>Describes the information and data used.</td>
</tr>
<tr>
<td>Service Realization</td>
<td>Bridge between business products viewpoint and business process view.</td>
</tr>
<tr>
<td>Layered</td>
<td>Pictures several layers of an Enterprise Architecture in one diagram.</td>
</tr>
<tr>
<td>Landscape Map</td>
<td>Matrix representing 3D coordinate system that represents architectural relations.</td>
</tr>
</tbody>
</table>

Table 1: Architecture Viewpoints (The Open Group, 2012)
Overview of BPMN 2.0

BPMN 2.0 Specification Concepts

This specification provides a notation and model for business processes and an interchange format that can be used to exchange BPMN process definitions (both domain model and diagram layout) between different tools. The goal of the specification is two-fold: to enable portability of implementation process definitions, so that users can take process definitions created in one vendor’s environment and use them in another vendor’s environment; and to create diagrams that have all the required information in a standardised format that is easy to read and understand.

BPMN is constrained to support only the concepts of modeling that are applicable to business processes. This means that other types of modeling done by organizations for business purposes are out of scope for BPMN. Therefore, the following are aspects that exist within the realms of the ArchiMate business layer that are out of the scope of the BPMN 2.0 specification (Object Management Group, 2010):

- Definition of organizational models and resources;
- Modeling of functional breakdowns;
- Data and information models;
- Modeling of strategy;
- Business rules models.

BPMN Meta-Model

The elements of the BPMN 2.0 Specification are grouped into five categories (from [3] section 7.2):

- Flow Objects (events, activities, gateways)
- Data Objects (data objects, data input, data output, data stores)
- Connecting Objects (sequence flow, message flow, associations, data associations)
- Swimlanes (pools, lanes)
- Artifacts (group, text annotation)
Figure 5 below depicts the elements in the BPMN 2.0 meta-model:

![BPMN 2.0 Meta-model Diagram]

**BPMN Diagram Types**

The BPMN elements can be used to create the following main types of diagrams (Object Management Group, 2010):

- Processes (which can be **internal** executable or non-executable as well a **public** processes);
- Choreographies;
- Collaborations

**Internal processes** are those processes internal to an organization also referred to as workflow. Some internal processes can be modeled to show how they could be executed by automating the steps using a system, while others are modeled to document their process flow, whether it is a manual or system supported process.

**Public processes** model the interaction between processes and participants. Only the activities that show the communication between processes are modeled in the Public Process, all the other activities are modeled in the Internal Process.

**Choreographies** look similar to Internal Processes but here the activities are “interactions that represent a set (one or more) of message exchanges” between participants (Object Management Group, 2010).

**Collaborations** are used to model the interactions between business entities. It includes Pools which represents the participants of the process and the flow of messages between these participants. The public process can be modeled in a Pool or it can be left empty. Collaborations can consist of any combination of Pools, processes, and choreographies.
These main diagram types mentioned above are similar to the viewpoint concept specified in ArchiMate 2.0 in the sense that these are the types of diagrams (or views) that can be created using this notation, although they are not nearly as detailed and specific as in ArchiMate 2.0. While these diagram types are explained in terms of what the diagram entails, no examples are given, whereas the ArchiMate viewpoints are categorized according to their purpose and context and are explained with an example of how the different elements are connected to each other.
Overview of the UML 2.0 Specification

UML Specification Structure

The Unified Modeling Language (UML) specification is a visual language to model artefacts of applications (Object Management Group, 2010).

The UML specification is divided into two segments:

- UML Infrastructure;
- UML Superstructure.

The UML Infrastructure segment describes the basic elements that make up the language and is aimed at what is required from modeling tools to comply with the specification (Tutorials Point, 2012). For this reason, this paper will not look at the UML Infrastructure segment.

The UML Superstructure segment describes the user elements of the language, i.e. those elements that the users will use to create UML diagrams (Tutorials Point, 2012).

UML Meta-Model

UML elements are categorized as either Behavioural: used to depict behaviour of applications; or Structural: used to depict how the application is constructed. There are two fundamental assumptions when it comes to modeling behaviour in UML (Object Management Group, 2011):

1. “All behaviour in a modeled system is ultimately caused by actions executed by so-called “active” objects”.
2. “UML behavioural semantics only deal with event-driven, or discrete, behaviours”.

The UML specification covers six semantic areas and Figure 6 below shows how they relate to each other –the upper layers depend on the items in the lower layers but not the other way around (Object Management Group, 2011). This means that there is no disembodied behaviour in UML and all behaviour is the consequence of structural objects (Object Management Group, 2011).

![Figure 6: A schematic of the UML semantic areas and their dependencies](image)
The elements used to create UML models can be depicted in a meta-model, as shown in Figure 7 below.

![UML 2.0 Meta-model](image)

**UML Diagram Types**

There are 13 diagrams specified in UML and they can be divided into three categories (Scott W. Ambler and Associates, 2012):

- **Behaviour diagrams**, used to model behavioural aspects of an application. This includes the Activity, State Machine, and Use Case diagrams.
- **Interaction diagrams**, a subset of behavioural diagrams, which focus on showing how objects interact with each other. This includes the Communication (previously collaboration), Interaction Overview, Sequence and Timing diagrams.
- **Structure diagrams**, used to model the different elements of a specification that are irrespective of time. This includes the Class, Composite Structure, Component, Deployment, Object and Package diagrams.

*Activity diagrams* emphasize the sequence and conditions for coordinating lower-level behaviours (Object Management Group, 2011). They are also called control flow and object flow models.

*State Machine diagrams* model the state of a single object and respond to events arriving at that event.
Use Case diagrams are used to capture the requirements of an application; what it is supposed to do (Object Management Group, 2011).

Communication diagrams show instances of classes, their interrelationships, and the message flow between them; typically focused on the structural organization of objects that send and receive messages (Tutorials Point, 2012).

Interaction Overview diagrams define interactions through a variant of Activity Diagrams, in a way that promotes overview of the control flow (Object Management Group, 2011).

Sequence Diagrams focus on the Message interchange between a number of Lifelines (Object Management Group, 2011).

Timing diagrams show interactions when a primary purpose of the diagram is to reason about time (Object Management Group, 2011).

Class diagrams show the static view of an application; they are used to describe the different aspects of a system and also for constructing executable code of the software application (Tutorials Point, 2012).

Composite Structure diagrams depict the internal structure of a classifier (Object Management Group, 2011) such as a class, component, or use case. They also show the interaction points of the classifier to other parts of the system (Tutorials Point, 2012).

Component diagrams model the application components, their interrelationships, interactions, and their public interfaces (Tutorials Point, 2012).

Deployment diagrams show the allocation of artefacts to nodes according to the deployments defined between them (Object Management Group, 2011). This includes nodes, either hardware or software execution environments, as well as the middleware connecting them (Tutorials Point, 2012).

Object diagrams depict objects and their relationships at a point in time, typically a special case of either a class diagram or a communication diagram (Tutorials Point, 2012).

Package diagrams show how model elements are organized into packages as well as the dependencies between packages (Tutorials Point, 2012).

By using these diagrams, specific aspects of an application can be visualized, described and documented according to a standard that has been designed specifically for this purpose. For each diagram, the perfect set of concepts has been selected to be relevant in a specific context.
Using ArchiMate, BPMN and UML in Harmony

BPMN and UML notations will most likely be used in organizations that go to the trouble of defining their process architecture and application designs. From an EA perspective, these types of exercises produce outputs that are not useful for our stakeholders expecting to be informed on concepts and scope rather than on the detail of implementation or design.

For that reason an approach to harmonize the ArchiMate, BPMN and UML modeling notations are proposed. The harmonization involves using the specific modeling notation for its intended use and playing to its strengths. ArchiMate models the concepts (the architecture) well, whereas BPMN models the implementation processes and UML the software designs.

What remains is to detail how these languages and their meta-models will co-exist and in harmonizing, add value to the organization.

Recommended Approach to Harmonization

The harmonization approach assumes a repository-based modeling tool that can accommodate all three notations, and people with the relevant skills in the various notations.

In addition, the Zachman principle of maintaining primitives before creating composite models is a prerequisite. A primitive model or list describes a singular aspect (element) of the organization (without relating it to anything) for example: role, organization unit, risk, control, application, data entity. A composite model on the other hand is specifically focused on showing how things interrelate and will therefore always consist of a combination of primitives that relate to each other.

When you create composite models (relating these different elements together) you can reuse objects created and maintained in the primitive models/lists. This will enable easier re-use and maintenance of objects.

Use ArchiMate for all the high-level modeling as defined in the business architecture layer, creating your organization chart, strategy models, functional decomposition, etc. using the ArchiMate notation. ArchiMate is useful here since it contains the constructs to create these views and BPMN doesn’t (see BPMN 2.0 Specification Concepts).
When it comes to defining process models, it is recommended that a process levelling approach is used which ensures that process models are created for a specific audience, keeping in mind what the focus of that specific stakeholder is (Viljoen, 2012). This is the first suggested integration point between ArchiMate and BPMN. Use ArchiMate for the high-level processes (level 0 through 3 in the example) and BPMN for the more detailed operational processes (level 4 in the example below).

To model the Application Architecture, ArchiMate can also be used to model the contextual and conceptual definition of applications, and then link the more specialised UML notation below the conceptual layer to create the models describing the structure or behaviour of specific applications.
When important relationships between layers or components need to be modeled, any of the ArchiMate viewpoints can be used.

The Application Usage Viewpoint can be used to describe how applications are used to support processes and how they are used by other applications (The Open Group, 2012).

Use the Infrastructure Usage Viewpoint to show how applications are supported by hardware and software infrastructure, the infrastructure services delivered by infrastructure and system and networks provided to the applications (The Open Group, 2012).
Although a UML Deployment diagram can be created, the ArchiMate Implementation and Deployment Viewpoint is suggested for defining context and scope. The advantage of the ArchiMate viewpoint being that it stays at the concept level (rather than drill into detail) to inform the organization at the same time as promoting the re-use of application and infrastructure components.

Considering the meta-models in context to each other, the ArchiMate Business Layer and BPMN meta-models can be harmonized or linked in the following way:
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Figure 14: Combined ArchiMate Business Layer and BPMN Meta-Models
The ArchiMate Application Layer and UML meta-models can be linked as follows:

![Combined ArchiMate Application Layer and UML Meta-Models](image)

Figure 15: Combined ArchiMate Application Layer and UML Meta-Models

This could typically be achieved by a hyperlink to another area of the modeling tool or possibly a drill through within the same diagram type depending on the specific tool.
Conclusion

Understanding each of the notations discussed above and their defined concepts will enable Enterprise Architects to select the relevant aspects of each notation that will work for their specific Enterprise Architecture initiatives. This will ensure that the Enterprise Architectures are built using fit-for-purpose notations: when processes are defined, a standard notation is used which was originally designed to define processes; when describing application behaviour, a standard notation is used which was designed for describing applications; and when describing the Enterprise Architecture on a high level and how the different elements impact each other, a standard notation is used which was designed for that.

Designing and building an Enterprise Architecture in this way will ensure that it is appropriate and relevant to the audience it was intended for.
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